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In addition there are a number of books that present the concepts of the UML. This book
is different than most in that it not only explains the concepts, but it also explains their fun-
damental purpose and shows how to use them to build software. We do not explain every
concept and nuance, but we do strive to explain the core of UML—enough to help you learn
how to use the UML to build better software.

Changes From the First Edition

It has been fourteen years since we completed the first edition of this book. In the meantime
there have been many advances in technology, leading to many changes in this second edi-
tion.

B Notation. We have replaced the OMT notation with the UML notation, specifically
UML 2.0. The UML is now the dominant and standard language for OO modeling.

B Process. The second edition adds more content to the software development process.
We now distinguish between domain analysis and application analysis. We have added
implementation modeling. By intent, we have kept the process simple and lightweight
so that it is approachable to students. This book’s process is a subset of heavyweight
processes, such as IBM Rational’s RUP.

M The three models. We have carried forward the first edition’s focus on “the three mod-
els” because we believe such an emphasis is helpful for teaching and learning OO mod-
eling. However, we dropped the functional model, because it was not as useful as we
had expected. In its place, we added the interaction model to incorporate use cases and
sequence diagrams and to give a more holistic understanding of behavior among several
objects.

B Software engineering. Part 4 covers several important software engineering topics: it-
erative development, management of models, and treatment of legacy systems.

B Programming languages. Programming languages have changed dramatically over the
past decade and a half. Smalltalk has faded, while C and Fortran have diminished in im-
portance. C++ and Java are now the dominant OO programming languages, and we have
focused on them accordingly.

B Databases. OO models provide a sound basis not only for programming code, but also
for relational databases. This book has an entire chapter that shows how to build effi-
cient, correct, and extensible databases from UML models.

B Case studies. When the first edition was published, we felt a need to justify OO tech-
nology, so we included several case studies. Today, many case studies are available in
the literature, so we have eliminated them from this book.

In this second edition, we have attempted to carry forward the first edition’s style, emphasis

on practical ideas, many examples, and many exercises.
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cepts, such as syntax, semantics, recursion, set, procedure, graph, and state; a detailed formal
background is not required.

Our emphasis differs from that of some in the object-oriented programming community
but is in accord with the information modeling and design methodology communities. We
emphasize object-oriented constructs as models of real things, rather than as techniques for
programming. We elevate interobject relationships to the same semantic level as classes,
rather than hiding them as pointers inside objects. We place somewhat less emphasis on in-
heritance and methods. We downplay fine details of inheritance mechanisms. We come down
strongly in favor of typing, classes, modeling, and advance planning. We also show how to
apply object-oriented concepts to state machines.

The book contains four parts. Part 1 presents object-oriented concepts in a high-level,
language-independent manner. These concepts are fundamental to the rest of the book, al-
though advanced material can be skipped initially. The UML notation is introduced in Part
1 and used throughout the book. Part 2 describes a step-by-step object-oriented methodology
of software development from problem statement through analysis, system design, and class
design. All but the final stages of the methodology are language independent. Part 3 de-
scribes the implementation of object-oriented designs in object-oriented languages and rela-
tional databases. It describes the considerations applicable to different environments,
although it is not intended to replace books on object-oriented programming. Part 4 de-
scribes software engineering practices needed for successful object-oriented development.

The authors have used object-oriented analysis, design, programming, and database
modeling for many years now on a variety of applications. We are enthusiastic about the ob-
ject-oriented approach and have found it appropriate to almost any kind of application. We
have found that the use of object-oriented concepts, together with a graphical notation and a
development methodology, can greatly increase the quality, flexibility, and understandability
of software. We hope that this book can help get that message across.

The book has a rich variety of exercises that cover a range of application domains and
implementation targets. We suggest that you try working some of them as you go along. Ul-
timately, OO technology is not learned by reading about it, but by trying to practice it. An-
swers to selected exercises are included at the back of the book.

Comparison With Other Books

There are many books on the market that cover object-oriented technology. This book differs
from most in that it teaches how to think about object-oriented modeling, rather than just pre-
senting the mechanics of a programming language or modeling notation.

Many of the available object-oriented books are about programming issues, often from
the point of view of a single language. Some of these books do discuss design issues, but they
are still mainly about programming. Few books focus on object-oriented analysis or design.
We show that object-oriented concepts can and should be applied throughout the entire soft-
ware life cycle.
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notation to be used throughout the entire software development process. The software devel-
oper does not need to translate into a new notation at each development stage.

We show how to use object-oriented concepts throughout the entire software life cycle,
from analysis through design to implementation. The book is not primarily about object-
oriented languages or coding. Instead we stress that coding is the last stage in a process of
development that includes stating a problem, understanding its requirements, planning a so-
lution, and implementing a program in a particular language. A good design technique defers
implementation details until later stages of design to preserve flexibility. Mistakes in the
front of the development process have a large impact on the ultimate product and on the time
needed to finish. We describe the implementation of object-oriented designs in object-
oriented languages and relational databases.

The book emphasizes that object-oriented technology is more than just a way of pro-
gramming. Most importantly, it is a way of thinking abstractly about a problem using real-
world concepts, rather than computer concepts. We have found this to be a difficult transition
for some people. Books that emphasize object-oriented programming often fail to help the
programmer learn to think abstractly. We have found that a graphical notation helps the soft-
ware developer visualize a problem without prematurely resorting to implementation.

We show that object-oriented technology provides a practical, productive way to devel-
op software for most applications, regardless of the final implementation language. We take
an informal approach in this book; there are no proofs or formal definitions with Greek let-
ters. We attempt to foster a pragmatic approach to problem solving by drawing upon the in-
tuitive sense that object-oriented technology captures and by providing a notation and
methodology for using it systematically on real problems. We provide tips and examples of
good and bad design to help the software developer avoid common pitfalls.

Who Should Read This Book?

This book is intended for both software professionals and students. The reader will learn how
to apply object-oriented concepts to all stages of the software development life cycle. We do
not assume any prior knowledge of object-oriented concepts. We do assume that the reader
is familiar with basic computing concepts, but an extensive formal background is not re-
quired. Even existing object-oriented programmers will benefit from learning how to design
programs systematically; they may be surprised to discover that certain common object-
oriented coding practices violate principles of good design.

The database designer will find much of interest here. Although object-oriented pro-
gramming languages have received the most attention, object-oriented design of databases
is also compelling and immediately practical. We include an entire chapter describing how
to implement an object-oriented model using relational databases.

This book can be used as a textbook for a graduate or advanced undergraduate course
on software engineering or object-oriented technology. It can be used as a supplementary
text for courses on databases or programming languages. Prerequisites include exposure to
modern programming languages and a knowledge of basic computer science terms and con-
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Welcome to the second edition of Object-Oriented Modeling and Design. Much has changed
since we finished the first book (1991). Back then object-oriented (OO) technology was con-
sidered new. Despite the excitement and enthusiasm, there was concern whether OO was re-
ally practical or just a passing fad. Consider all that has changed:

B OO languages. C++ is now established and Java has also become popular. The domi-
nant programming languages are now OO.

B OO databases. Somewhat surprisingly, OO databases have faded, but relational data-
bases are now including some OO features.

B OO modeling. The Unified Modeling Language (UML) standard from the Object Man-
agement Group has consolidated the multiple competing notations.

B 0O methodology. Development methodologies now routinely incorporate OO ideas
and concepts.

0O technology has truly become part of the computing mainstream. OO technology is no

longer the exception; rather it is the usual practice.

What You Will Find

This book presents an object-oriented approach to software development based on modeling
objects from the real world and then using the model to build a language-independent design
organized around those objects. Object-oriented modeling and design premote better under-
standing of requirements, cleaner designs, and more maintainable systems. We describe a set
of object-oriented concepts and a language-independent graphical notation that can be used
to analyze problem requirements, design a solution to the problem, and then implement the
solution in a programming language or database. Our approach allows the same concepts and

Xiii
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What Others Have Said About Object-Oriented
Modeling and Design with UML, Second Edition

“The first edition of Object-Oriented Modeling and Design by James Rumbaugh, Michael
Blaha, and their colleagues is already a classic. It has influenced me more than any other book
on modeling. I have successfully applied their ideas in large university project courses for
over ten years now, and I am glad to see an updated version of this landmark book. It is bound
to shape the thinking habits of another generation of software designers and modelers.”

— Bernd Bruegge, Technical University Munich

“Blaha & Rumbaugh have done it again. They've updated their classic book for our current
times, showing again that by their simple and straightforward explanations, their precise in-
sights, and their key examples and exercises, that the adoption of object-oriented methodol-
ogy need not be difficult. A must to have, read, and study by any practitioner.”

— Michael J. Chonoles

“Our Master and Doctoral programs in information systems are adopting the Object-Orient-
ed Modeling and Design with UML (OOMD) methodology. The book, written by two of the
leading experts in the field, covers all aspects of OOMD with deep insight, many fine points,
and up to date examples. It offers great value to our programs.”

Srinives N T Cact 2 POQRWH. Chang, Lawrence Technological University

Acc. Nu. ] ..............
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“If you are looking for a book that introduces UML, has a simple and useful object-oriented
analysis and design process, and also includes details about important object-oriented con-
cepts, then I strongly recommend that you study this excellent text.”

— Mikael Berndtsson, University of Skivde
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Class Model Notation — Advanced Concepts

Ternary Association:

AssociationName

Abstract and Concrete Class:

AbstractSuperclass

abstractOperation1
concreteOperation2

Zlk.

I |

ConcreteSubclass1 ConcreteSubclass2
concreteOperation1 concreteOperation1
concreteOperation2 concreteOperation3

Muitiple Inheritance, Disjoint:

l Superclass1 ] | Superclass2 |

Multiple Inheritance, Overlapping:

Superclass

-~ {overlapping}

| Class1 I ‘ Class2 |
|
| Subclass1 | | Subclasuj | Subclass3 I
Derived Class: Derived Association:

Visibility:

ClassName

+publicOperation

-privateOperation
~packageOperation

#protectedOperation

Aggregation:

AssemblyClass

B

i

PartClass1 PartClass2
Composition:
AssemblyClass

B

f.

PartClass1

PartClass2

Constraint on Objects:

Class

attrib1
attrib2

{ attrib1

Constraint on Links:

20}

/ AssociationName

Al
* N
Class1 ) , {subset} Class2
Az
Derived Attribute:
Class

/ attribute




Class Model Notation — Basic Concepts

Object:

objectName:CiassName

attributeName = value

Class:

Link:

ob

1:Cia

1

AssociationName

Association:

Class1 I

__AssociationName

ob :Clagg2

assocEndNm1

Multiplicity of Associations:

ClassName

attribute
attribute : DataType[attMult]
atlnbute DataType[attMult] =

defaultValue

operation
operation ( arg1:Name1

, ...) - ResultType

Association Class:

[owet }————{oma |

AssocName

attribute

operation

Generalization (Inheritance):

/\

Package:

[ 1

PackaﬁoName

1
Class Exactly one
*
Class Many (zero or more)
0..1 i
m Optional (zero or one)
1.
Class One or more

Ordered, Bag, Sequence:

rdered

ba
22 (e
{sequence} -
_-Cl ass

Qualified Association:

Class1

Subclass2

Comment:

...informal text... I

assocEndNm2 Ctass2

Enumeration:

«enumeration»
EnumName

enumValuet
enumValue2







